ActiveMQ 101

Background

To talk about ActiveMQ we need to talk about JMS (Java Messaging Serivce). It is an API
specification defining the contracts between senders and receivers on how to create, send,
receive, and read messages, but it doesn't give you the implementation, how you exactly do
them. It is left to the JMS provider to define them.

ActiveMQ is one of the JMS provider that adhere to the JMS specification and allows you to use the
API to communicate between the message broker.

There are other JMS provider:

1. ActiveMQ
2. RabbitMQ - Plugin is required
3. JBoss MQ
4. Hornet

5. IBM Websphere MQ

ActiveMQ

ActiveMQ is a message broker that decouples the clients with the servers that wants to
communicates with each other. It can hold messages inside the queue until the server have
capacity to operate on the messages that the clients have sent over.

It can operate both as a normal queue or publisher-subscriber model (Topics).
We will go over both type of operations.
In addition, ActiveMQ supports many protocols
e |MS
e Stomp -> This protocol allows you to use stomp.py to use Python as the interface for
writing messages to ActiveMQ

« AMQP
e MQTT

Normal Queue



As a normal queue service, it does what it sound like, first-in, first-out message retrieval. You will
have a producer to the queue pushing messages into it, and you will have consumers on the other
side of the queue polling messages and actively consuming from it.

Creates a point to point communication system.

Each message that are received by the queue are then load balanced across consumers. Meaning
one message one consumer. The queue delivers the message to a consumer and the consumer
then processes the message doing whatever it needs to do with the message and finally
acknowledges the message. After the message has been acknowledged it will then disappear from
the queue and will not be available to be delivered again.

If the acknowledgement is not received by the server, either server crashed before the
acknowledgement is received or the consumer went down and couldn't acknowledge it after the
server sent out the message, that particular message will be available to be delivered to a
consumer again.

Topic

Creates a one to many communication system. You have publisher sending messages to
ActiveMQ, and the recipients who are subscribed to the topic will all receive the broadcast of the
same message.

For each topic, you can have multiple subscription (consumers) to the topic, every subscription will
get a copy of the message that are sent to the topic, very different than queue as each messages
are received by only a single consumer.

Durable subscription

A subscription can also be optionally durable meaning that the messages sent to the topic will be
kept until the subscriber consumes them. Durable subscription is configured per consumer,
so that each consumer will get their own copy of the message durably.

For example, if we have a durable subscriber S that subscribed to a topic T at time D1. If a
publisher starts sending messages M1, M2, M3 to the topic. S will receive all three of the messages.
Then S is stopped but publisher continues to send M4 and M5.

When S is restarted at D2, publisher sends M6 and M7. Now S because it is durable subscribers it
will receive M4 and M5 that were sent before it crashed follow by M6 and M7 and all future
messages.

If the subscription weren't durable it will only have received M1, M2, M3, M6 and M7, missing out
on M4 and M5.

Non-durable subscription can only receive messages that are sent out during the time that the
subscription is alive.



To identify a non-durable and durable subscription from each other, during the creation of the
durable subscription you must specify a client id and the name of the durable subscriber name.
This is so that it can identify which message for which subscription to keep around if it is for a
durable subscriber or not.

Important: For durable subscriptions it works similarly to a queue in the sense that you get the
guarantee of delivery. It will retain all the messages from the topic's publishers until they are

delivered to, AND acknowledged by a consumer of the durable subscription. Source

If for whatever reason the durable subscription consumer can't acknowledge the message because
it is down, the message will be kept and reattempted when the consumer is back online, until the
ack is received by the server. This is PER durable subscription, so if you have multiple durable
subscription setup, each of them will be keeping track for their consumer the messages.

You must create the durable subscription BEFORE the messages are attempted, otherwise, if no
subscription exist for the topic, the messages will be gone.

For non-durable subscriptions if you don't acknowledge the message well, it doesn't really make a
difference because it is the nature of non-durable subscriptions. The ActiveMQ will not resend the
messages to the non-durable subscriptions.

Persistent and non-persistent messages

When a message is configured to be persistent, the message broker will store the message in a
store on the disk to be recovered later if the broker goes down or is shutdown and later restarted.
This is for resiliency and messages will survive server failures or restart.

If a message is sent as non-persistent then it is only store in memory therefore, if the broker is
stopped for some reason then those non-persistent messages are then lost for good.

This persistent behavior applies to both queue and topic because they are per message
configuration.

The default delivery mode is persistent unless you configure it to not be persistent.

Making persistent messaging is usually slower than non-persistent delivery because there is no
need to write the file into disk, but you get the guarantee that the message will still stay if in case
the message broker went down.
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https://docs.oracle.com/javaee%2F7%2Fapi%2F%2F/javax/jms/Session.html#createDurableConsumer-javax.jms.Topic-java.lang.String-

